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Subject: Comments, questions and miscellaneous edits concerning 99-007r2
References: 97-218r2, 98-181, 98-221, 99-007r2, 99-106r2, 99-107, 99-136

From: Van Snyder

1 Problems, questions, comments

There is no pretense offered that remarks in this section constitute complete edits necessary
to correct problems or answer questions noted here. Some of the alleged problems may not be
problems at all. Some of them should perhaps turn into unresolved issues. Minor specific edits
are offered in the next section.

Page and line numbers refer to 99-007r2.

The preference to use syntax terms instead of descriptive names begs for a way to get their
definitions into the index. I don’t think it’s necessary to index every appearance in every syntax
rule — indexing the left-hand-sides would be enough.

There is no normative definition of entity.

Is an ELEMENTAL procedure OK? I can’t think of a reason why not, but it does bear pon-
dering.

We probably need a constraint that all of the nonkind parameters of the passed-object dummy
argument shall be assumed.

The note suggests that a dummy function can have a result with a character length parameter
of “*”. This is not currently allowed by normative text at 74:16-24, which are specified at 74:15
to be the only ways allowed. In light of the constraint at 74:1-2, it seems the list is incomplete.
Also see remarks at 270:11f.

The rules about the relation of ALLOCATABLE to INTENT should be spelled out here, as are
already the rules about the relation of POINTER to INTENT.

What is a “direct or indirect result?” I thought results were something that functions produced.
Does this mean that the existence of an instance of a scoping unit is a direct or indirect
consequence of an action in another instance?

It should be stated here whether VOLATILE and EQUIVALENCE interact.

The term “data object” excludes functions, function procedure pointers and dummy functions.
Does it make sense to inquire about nondeferred parameters of the result types of these entities?
If we allow assumed parameters for the result type of a dummy function procedure pointer or
dummy function (see remark at 270:1ff below), it would at least be useful to inquire about
them.

I can’t find a definition for the term “inquire about.” Is this intended to work by analogy with
“inquiry function?”

I’'m curious why “properties” is used here, but “type parameters and bounds” is used in a
parallel sentence at 142:1.

It should be specified whether intrinsic or defined assignment, or something else, is used when
objects of derived type appear in input lists in READ statements or after name= in namelist
input (to get kind conversion), or for purposes of the implied copy if a dummy argument
has the VALUE attribute (to get new allocatable subobjects). Since VALUE is a new thing,
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intrinsic assignment semantics may or may not be appropriate. Would defined assignment ever
be appropriate for the implied copy if a dummy argument has the VALUE attribute?

One should be able to learn here that using NULL() for target results in nullifying the pointer-
object, but one can’t except indirectly in the case of assignment to a procedure pointer.

I didn’t know that expressions “delivered” anything.

Do we need to say anything special about passed-object dummy arguments?

If a file is allowed to be opened both for sequential and stream access, it should be allowed to
change between sequential and stream access without closing the file — that is, by executing an
OPEN statement for an open file. It would be OK to restrict this to the system units, because
any other unit may need POSITION="rewind’ to make it work, and in that case it can be closed
and opened with the same effect as reopening with POSITION="rewind’.

Wig”

is” should be “may be”. Otherwise, if sentences that begin “for example” are normative, this
sentence states it is always possible to reposition stream files, and always possible to write —
both of which contradict statements elsewhere. We also need to take care at 184:32 to say that
“any file storage unit may be read” providing the file was not opened with ACTION=’write’
and the storage unit has been written.

What is a “base object?”

Are any of the problems in unresolved issue 3 (203:10-31) reduced by writing “The input/output
operation terminates?” Similarly, are any of those problems reduced by writing “The input
transfer terminates” at (223:36, 224:7)7

The term “code” has no definition. Add it to the glossary, or use a different term.

Should it be permitted for the result type of a dummy function or dummy function procedure
pointer to have an assumed type parameter? Allowing an asterisk for the length parameter
of the character result type of a dummy function is printed in small type at 74:1-2. If we go
so far as to allow a dummy function or dummy function pointer result type to have a type
parameter that is a specification expression (not just an initialization expression), I don’t see
any extra difficulty in the additional step of allowing the result type to be declared to have an
assumed type parameter, so long as it is spelled out that the parameter value is assumed from
the associated actual argument’s function declaration, not somehow assumed into the function
associated as an actual argument from the context of its invocation. If it’s OK, we also need a
constraint at or near 270:23+:

Constraint: If proc-interface is present and declares the procedure entities to be functions, and
the result type has an assumed type parameter, the functions shall be dummy
procedures or dummy procedure pointers.

I don’t object if this changes the semantics of dummy functions that have character type result
with assumed length, because it was apparently proposed that this be deleted altogether.

I agree that the result of a non-dummy function or function procedure pointer should not
be permitted to have an assumed nonkind parameter, except for the “grandfathered” case of
character length. This is different, however, from the case of deferred type parameters of a
function result, which indicate that the function sets those parameters — this is not a problem
because such a result is required to be allocatable or a pointer.

The same remarks apply to assumed shape of the result of a dummy function. That is, if we
allow it, the shape is assumed from the associated actual argument, not somehow assumed into
the function when it is invoked.
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Should be a constraint on R1218. Also, the NULL intrinsic should be allowed.

Should be a constraint on R1218.

Does a pointer function result spring into existence undefined or disassociated?

Say the appropriate similar things about allocatable results.

Is this accurate for pointer or allocatable results?

Do we need to say anything here about pointer or allocatable actual arguments suffering from
actions taken on dummy arguments? Or, indeed, from actions on any associated entity, e.g.
does the type selector in a SELECT TYPE construct suffer from actions taken on the associate
name? Do we need to add “or any associated entity” in lots of places in section 147

2 Edits

Edits refer to 99-007r2. Page and line numbers are displayed in the margin. Absent other
instructions, a page and line number or line number range implies all of the indicated text
is to be replaced by immediately following text, while a page and line number followed by +
indicates that immediately following text is to be inserted after the indicated line. Remarks for
the editor are noted in the margin, or appear between [ and | in the text.

[Move 75:17-18 to here, and delete this. They’re not both needed.]

[Editor: Re-word the constraint:]

Constraint: If EXTENDS or EXTENSIBLE is present, neither SEQUENCE nor BIND(C) shall
be present.

It seems a long way around to refer 13 pages forward to discover that what’s under discussion
is on the previous page.

[Editor: Replace “never” by “not.”]

“Never” could be construed to refer to a temporal sequence, as is the usual interpretation of
“when.”

[Editor: Replace “never” by “not,” and delete “always.”]

“Never” and “always” could be construed to refer to a temporal sequence, as is the usual
interpretation of “when.”

[Editor: Remove the phrase “or DEALLOCATE (6.5.3).”]

I don’t see how a polymorphic object can acquire a concrete type by execution of a DEALLO-
CATE statement. If this was intended to say something about the dynamic type becoming
undefined as the result of execution of a DEALLOCATE statement, 378:15 (q.v. below) is
a better place to say so. Or, maybe, a subsection 14.X should be devoted to definition and
undefinition of dynamic type.

Editor: “function” = “procedure” twice.]

[

[Editor: “instance” = “instances”]

[Editor: Delete “still”]

[Editor: “When” = “If”.]

Editor: Insert “(9.2.4)” after “file storage units,” at least because it’s a forward reference.
g
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[Editor: To increase precision, replace the phrase “on most processors” by “in the floating-point 194:19-20
representation model of 13.7.1 for some values of the radix b, in particular 2 or 16.”]

[Editor: Replace “..” by “.”] 222:14
[Editor: After “specific interface,” add “if the specific interface is accessible”] 266:19
[Editor: “function” = “procedure” twice.] 272:21, 31
[Editor: “dring” = “during”.] 275:42
[Editor: Replace “it” by “they” thrice — refers to “type and type parameters”.] 284:43
[Editor: Add “, allocatable,” after “valued”] 284:45

[Editor: Add the following in the same paragraph. “If it is polymorphic, its dynamic type 378:15
becomes undefined.”]

[Editor: Change 6.4 to 14.6.2.1.2-3.] 378:31




